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Abstract: Nowadays IT is present in our everyday life like: cars, phones, clothes, watches, houses etc. 

In this context the developing industry for such products is in a continuous need of specialists. One of 

the basic features of IT specialists is the ability to program, namely to be able to write code to be 

understood by machines and devices. Each year company representatives ask universities to double the 

number of graduates. Teaching students to write code is a complex and hard task proved by very high 

dropout rate after the first year of study in the distance learning programs. In order to ameliorate this 

issue and to help students learn the theoretical concepts of programming tutors can use efficiently 

learning objects deployed on LMSs. Learning objects can be simple or plain (LO), generative learning 

objects (GLO), and auto-generative learning objects (AGLO). GLOs offer instantiable reusable 

templates for different learning objectives. AGLOs add automatic instantiation enhanced with random 

variables in order to increase content diversity. The runtime of a program is for first year students like 

a black box, they do not control the code very well. Debuggers may be a solution in this sense, but 

usually they are built for experienced programmers, they have to be configured, sometimes they are 

difficult to follow, do not offer spectacular views of the changing data etc. In order to help students 

understand how their code behaves at runtime we propose an online code interpreter with runtime data 

visualizations and we analyze the impact of such a generative learning object on their progress. Thus, 

we consider that such efforts will contribute to the idea that the technology can support learning 

efficiency. 

Keywords: generative learning objects, online algorithm interpreter, run-time data visualization, cloud 

IDE 

I. INTRODUCTION 

The local IT industry is in a continuous growth because of the domain development explosion. 

Nowadays IT is present in our everyday life like: cars, phones, clothes, watches, homes etc. In this 

context the developing industry for such products is in a continuous need of specialists. One of the 

basic features of IT specialists is the ability to program, namely to be able to write code to be 

understood by machines and devices. Each year local company representatives ask universities to 

double the number of graduates. 

Teaching students to program is a complex and hard task that usually starts in the first and 

second year of study and is exercised during the whole undergraduate studies period [16,25]. High 

school graduates that succeed in the first year have different backgrounds. Some of them have some 

programing skills obtained in informatics specialization high schools. Some have only basic 

knowledge to use the computer and some no such skills at all. So there is a need for solutions that help 

teachers rise students’ knowledge levels at the same level, highest possible, to get a solid foundation 



 

 

for starting the studies. The need is even more severe in distance learning programs where are enrolled 

several graduates from different specializations some even non-technical. 

In this sense teachers may recommend students several online text tutorials, video tutorials 

etc. The main issue with these resources is that they do not offer a strong feedback on their progress. 

They can solve this issue with a strong self-discipline, but in several situations extra explanations are 

needed for understanding fully the concepts. 

To help students learn the theoretical concepts of programming and background elements can 

be used in an efficient manner learning objects in all its forms simple (LO) [10], generative learning 

objects (GLO) [4,13,14,21,22,23], and auto-generative learning objects (AGLO) [5,6,7,8,9]. GLOs 

offer instantiable reusable templates for different learning objectives. AGLOs add automatic 

instantiation enhanced with random variables in order to increase content diversity. 

Data visualizations are used in almost all research domains like big data, data mining, 

information design etc. and are considered to be a visual communication. In the field of learning and 

more specifically learning of programming concepts a general approach is found on multiple websites 

where data structures and algorithms are presented. Basically the approach is based on predefined 

static meta-models (heaps, hashes, linked lists, etc.) instantiated with random or user defined data 

which are then animated explaining the student the algorithm behavior. 

In laboratory works students directly implement classic algorithms in some programming 

language looking at the manipulated data structures through debuggers or using printing instructions. 

Most of the time debuggers seem to be difficult to use for beginner programmers. For example, in the 

CodeBlocks [12] free IDE for C and C++ programing, users must create a project, locate some folder 

to save it on the disk, integrate the working module inside it etc., just to be able to activate the 

debugger. For the functional debugger the student need to set a break point in certain lines, insert the 

relevant variables in the watches window. Not to mention that command line debuggers, like the GNU 

project debugger (gdb) [18], are less attractive since they do not have GUI. Inside debuggers, for some 

data structures like arrays and matrixes the visualizations are relevant, but for the dynamic data 

structures where pointers are used the visualizations are poor. Modern and commercial IDEs like 

Microsoft Visual Studio [24] have powerful debuggers but they are not always accessible to students 

because of cost and hardware configuration requirements. Still, they provide free student versions for 

learning purposes with limited capabilities which can used only for the first year students. Mobile 

devices rarely have compilers and debuggers for educational purposes because of security and 

hardware or software limitations. 

 

 
 

Figure 1 – The Data Structures Visualization Approach 

 

In this paper we investigate the potential for relevant visualizations (see Figure 1) of several 

data structures and potential implementation solutions. We consider that for a better and faster 

understanding of basic programming concepts it is very important for the student to be able to define 

its data structures and to be able to visualize it dynamically. The goal is to add new layer of learning 



 

 

support for the student between the phase of design and phase of coding. We will perform our analysis 

through the laboratory works that we have in the first year of study for the distance learning program 

students. 

Another organizational aspect refers to the fact that in a laboratory class the number of 

students tend to increase. Back in the 90’s the number of students in a laboratory class were around 6, 

nowadays we have 18 up to 20 students in a class. The total 120 minutes divided by 6 is a 20 minutes 

individual time spent with each student for explanations and evaluations, while today the total time of 

120 minutes divided by 20 gives a 6 minutes individual time per student. The decreasing individual 

time must be replaced by e-learning tools like in the current approach. 

The paper is structured as follows. In chapter II present related works in the area of data 

structures and data visualizations for programmers. In chapter III we inventory all the visualization 

features needed in a common data structure laboratory class. In chapter IV we analyze the approach 

from the technical point of view highlighting the main steps for an implementation. Chapter V 

concludes and sets the perspectives. 

II. RELATED WORKS 

[1] is an online platform where are presented several data structures like: linear structures, 

search structures, quadratic sorts, N log N sorts, search algorithms, compression algorithms, graph 

algorithms etc. 

[6] presents a manual approach of online visualization for sorting algorithms. The approach is 

based on: i) a manual translation of the code into JavaScript [15]; ii) manual annotation with 

instruction lines to produce visualization of specific semantic details, inserted in a systematic manner. 

For example, the array positions were colored differently according to algorithm variables. A generic 

behavior is expected to be inferred from multiple case studies. 

[9] presents a different approach for visualization and gamification of data structures based on 

differential approach of the algorithm states. 

[24] is a commercial IDE created by Microsoft Corporation having facilities for visual design, 

code writing and debugging. 

[18] is a command line free debugger for the GNU Compiler Collection and it is dedicated to 

experienced programmers. 

Even the IDE and data visualization libraries evolved in the last decade, debuggers seem to 

keep the very same features as they had in the 80’s and 90’s. Instead of a text interface now they 

exhibit mostly the same features in evolved GUIs. From the data structures visualization point of view 

no remarkable progress is noticed. We consider that such approaches are well oriented in the direction 

of data structures understanding but they are not enough when learning must be done fast and with 

students having non-technical backgrounds. 

D3JS is an online free visualization library that is based on JSON data structures. Such a 

library has great potential in creating online visualizations for data structures and algorithms. The 

challenge is to convert the structure to be visualized into a JSON object. 

Scalable Vector Graphics is a markup language which offer graphical primitives for creating 

online visualizations. The advantages of SVG are: simplicity of the primitives, cross browser and cross 

platform compatibility being able to run on mobile devices. 

III. VISUALISATION FEATURES INVENTORY IN DSA DISCIPLINE 

In this chapter we will analyze the Data Structures and Algorithm (DSA) discipline curricula 

in order to inventory the necessary visualization features for the teaching of data structures. 

Firstly, we need to make a clear distinction between data structure visualization and algorithm 

visualization. Data structures are described in programs as meta-models allowed by the language 

typing system like: scalars, structures, pointers, projections, enumerations etc. Composition rules of 

programming languages allow combining such types in order to describe complex data structures. 

Algorithms are expressed as finite steps reflected by changes on the data structures. To be more 

specific we will analyze from the point of view of statically typed structured programming languages. 



 

 

Secondly, data structures can be static or dynamic. Static data structures visualizations are 

straightforward since usually they have support in the programming language and in the IDEs 

debuggers. Dynamic data structures are allocated in the memory heap at runtime at random memory 

addresses which makes visualization more difficult. 

Thirdly, we will take a look at how basic types are visualized in practice, formally and 

informally: i) variables are represented as rectangles containing a value and having their name around; 

ii) pointers are represented using a rectangle for the variable and an arrow to point to the target 

memory location; iii) arrays are represented as one row tables, possibly with indexes; iv) stacks are 

represented vertically as one column tables; v) queues are represented horizontally as one row table; 

vi) matrixes are represented as bi-dimensional tables; vii) structures are represented by a rectangle 

divided into fields where values are put or pointer arrows emerge (UML like); viii) trees and graphs 

are represented as diagrams with nodes and edges. 

Next, we will dive into details for each data structure topic. The searching and sorting 

algorithms use the array static data structure. Nevertheless, they can be applied also on linked lists. 

Insertion sorting needs visualizing the sorted zone, the comparisons during insertion and the insertion 

itself. Selection sorting needs visualizing the sorted zone, the comparisons for computing the 

minimum and the final interchange. Bubble sorting needs visualizing the comparisons and the 

interchanges. Bi-directional bubble sorting needs to visualize the array inner walking zone, the 

comparisons and the interchanges. Shell sorting requires to visualize the separate subarrays due to 

increments, and the elements from insertion sorting. Heap sorting is a special case since the 

visualization of a heap (as binary tree diagram) structure must be provided. The visualization stages 

involve the creation of the heap and then the repeated reconstruction. The quick sorting algorithm 

requires visualization of current range of application, the pivot, the identification of candidates to 

swap, the swap and the range division and restarting. For the bin sorting algorithm the visualizations 

required are for the elements to swap and the swap itself. For direct radix sort we need to visualize the 

binary representation of numbers, the current bits, the counter table (counting, accumulation and 

distribution) and the passes. For interchange radix sort the visualization must include the binary 

representation of numbers, the current bit highlighting, the swaps candidate identification, the swap 

and the current working range. For merge sorting with three and four tapes we need to visualize the 

tuples in a tape, the splitting operations and the merging operations. 

For brute force substring search we need to visualize the compared substring from the main 

string. For Knuth-Morris-Pratt substring search we need to visualize the creation of the jump table 

from the substring content, the comparisons and jumps. For Boyer-Moore substring search we need to 

visualize the creation of the jumping table, the character comparisons and jumps during the algorithm 

run. 

For recursive backtracking problems the solution vector creation and evolution must be 

visualized together with the appropriate constraints. 

For linked lists the visualization is based on compartmented rectangles and arrows for the 

pointer. For multiple linked lists the visualization is based on the same elements. 

For hash tables the visualizations required are for the indexed array and for the hash function 

evaluation to understand how distribution works. 

IV. TECHNICAL ANALYSYS 

In order to implement such an approach with a high automation degree we will analyze several 

potential approaches. 

One implementation idea is to create a customized framework for each type of algorithm: 

searching, sorting, sub-string searching etc. where all visualization features are set up. In such an 

environment new algorithms can be added together with visualization semantic actions. This idea 

requires programming knowledge from the tutor side. 

The second implementation idea is more complex and requires compiling techniques. We 

build an online parser which parses the new added algorithm and produces a JavaScript version 

connected to the visualization framework facilities. The main challenge is to interpret the semantics of 

the algorithm and to generate the proper visualization semantic actions. This drives us to the idea of 

code annotations and visualization profiles.  



 

 

Code annotations allow program data structures to be selected and linked with profile 

elements for the visualization of the algorithm. The annotations will add semantic information about 

the visualization of the data. 

For each type of algorithm we will create a visualization profile. Each visualization profile 

will have a set of predefined objects which will be visualized like arrays, indexes etc. For example, the 

visualization profile for sorting algorithms will include at least the array, the indexes and the auxiliary 

variables. Profiles will have switches for the representation of the elements, e.g. decimal or binary. 

From the tutor point of view the requirement is now to select the algorithm and the proper 

visualization profile, to run and see the algorithm visualization. 

Specifically, for an algorithm written in C we use the JavaCC [26] grammar repository and we 

extract only a subset of the language features to simplify the parsing process. Using the Visitor design 

pattern we implement a translator to a JavaScript module to be integrated in the visualization 

framework. 

V. CONCLUSIONS AND PERSPECTIVES 

In this paper we presented an analysis regarding visualization of data structures in the context 

of a laboratory works set. Pure structures can be easily visualized, while specific semantic must be 

annotated or inferred from multiple similar use cases. Of course, we found exceptions that cannot be 

covered by the general inferred logic. Annotations were proposed in this sense. 

The approach is useful in other educational projects dedicated to training elders to program. A 

different future use of the approach can be in industrial IDEs e.g. automotive embedded systems, 

where, for example, they use finite state automata for modelling behavioral states [2,3]. 

As future work we intend to implement fully the approach. The implementation is not straight 

forward and additional solutions or compromises are required. We indent to analyze the opportunity of 

integration of the resulting tool in a cloud IDEs like Cloud9 [10], CodeAnywhere [11] or IdeOne [19]. 
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